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Introduction. Nowadays blockchain is not only about Bitcoin or other cryptocurrencies, it is 

a widely-adopted technology that allows to implement and assure forgery resistance, immutability, 

and decentralized community-backed governance [1]. Blockchain works with transactions that are 

consolidated into blocks that contain hash values of blocks generated before, which creating a chain 

of irreversible and immutable blocks that allows data authenticity and consistency, which could be 

proven by checking conformity of hash values back to the initial block [2]. Thanks to such benefits, 

“smart contracts” were introduced as computer programs executed using so-called “programmable 

blockchains”, such as Ethereum, Polkadot, Solana, EOS, and Binance Smart Chain [3]. 

Problem statement. Today in the corporate segment relational database management systems 

(RDBMS) still dominate. However, emerging trends of data governance assume decentralization in 

order to achieve timestamping and immutability advantages. Thus, a problem of centralized storages 

transformation into decentralized solutions becomes relevant and will be addressed in this paper. 

Related work. As was already mentioned above, smart contracts are nothing more than 

computer programs developed using a programming language called Solidity [4]. But, in contrast to 

other “traditional” programming languages, programs written in a Solidity are stored and executed 

on the blockchain in order to achieve certain functionality [4]. Thanks to one or another blockchain 

platform (e.g. Ethereum or Binance Smart Chain) to which smart contracts are deployed, programs 

do not need any trusted authority to reach consensus, while transactions of smart contracts are always 

traceable and credible [4]. Moreover, there are other specific features of smart contracts: the storage 

of each contract instance is at a permanent address on the blockchain. In smart contracts, each instance 

is a particular execution context and its changes are possible through external calls only [4]. 

In general, Solidity is a high-level Turing-complete statically typed programming language, 

which syntax is the most similar to JavaScript. In Solidity contracts are similar to classes in object-

oriented programming languages. Therefore, like classes, contracts could contain state variables and 

functions to read and change their state in the same way, as it could be done by methods in traditional 

object-oriented programming [5]. Already deployed smart contracts could be considered as instances 

of classes when compared to the object-oriented programming approach. 

Research aims. This study aims at making data storages decentralized using programmable 

blockchain platforms such as Ethereum or Binance Smart Chain by applying the idea of Solidity smart 

contracts generation from relational database tables. 

Therefore, the following tasks should be solved in this study: 

− suggest a method and a corresponding algorithm for the generation of Solidity smart 

contracts source code from database tables already used in relational databases; 

− develop the software prototype to implement the proposed method; 

− perform experiments in order to validate the proposed method; 

− discuss obtained results, make conclusions, and define research directions for future 

work. 
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Materials. Therefore, in order to represent data structures defined by database table columns, 

we can use the structure type also available in Solidity in order to represent data records stored on the 

blockchain. Sample mapping is demonstrated in Figure 1. 

As it is shown in Figure 1 below, table columns should be translated into structure variables, 

while the string data type is chosen as default for all variables in order to achieve simplicity and, at 

the same time, better compatibility (Solidity data types are too specific and can be barely mapped to 

a variety of modern RDBMS data types). 

 
Fig. 1. Sample mapping between the database table and smart contract structure 

In addition to the structure definition mentioned in Figure 1, the smart contract should contain 

an array of structure instances as the state variable of public scope. Whereas the public getter function 

for this variable will be generated by the Ethereum Virtual Machine automatically, there still should 

be provided two more functions: to add new data records that will be appended to the end of an array 

variable in order to store them on the blockchain; to count the number of records already stored on 

the blockchain (i.e. the length of the array of structure instances). 

Hence, the sequence of steps required to generate the Solidity smart contract using metadata 

of the RDBMS database table could be shown in Figure 2 below. 

 
Fig. 2. Algorithm to generate Solidity smart contracts source code from database tables 

The suggested algorithm was implemented using the Python programming language, whereas 

as the sample database table we used one mentioned in Figure 1 and being the part of the Microsoft 

SQL Server “staff” database. Source code of the Python program, database scripts, and obtained 

Solidity code are available in the experimental GitHub repository [6]. 

Results. Generated smart contract is available at [6] in the “staff.sol” file, as well as the 

Python code used to connect the Microsoft SQL Server instance and retrieve the “employee” table 

columns list. In order to validate generated smart contract, the following steps were made: 
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− it was deployed to the Ropsten network of Ethereum blockchain for testing purposes; 

− five data records were added to the blockchain using the generated function (see Figure 

3); 

− automatically generated public get function was used to retrieve records (see Figure 3); 

− generated function was used to count records stored on the blockchain (see Figure 3). 

 
Fig. 3. Using smart contract functions to create, retrieve, and count records 

Generate smart contract was verified, so its read and write functions are available at [7]. 

Conclusion and future work. This paper has presented an idea of a “smooth” transition from 

centralized data storage systems to the blockchain-based decentralized traceable and immutable data 

storages, suitable for industries where data security and integrity properties are crucial, such as supply 

chains and logistics, insurance, and real estate, social security and personal data processing, voting 

and governance, healthcare and pharmaceutics. Future research directions include improvement of 

the proposed method, as well as the elimination of current limitations related to the usage of string 

data type for all variables by default, restricted set of functions generated automatically, unsupported 

data integrity and consistency assurance tools, as well as software tool elaboration for usage with 

other RDBMS and possibly NoSQL systems. 
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